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Abstract: This paper describes the features of a specialized drawing application, called Mutiara, that allows the user to design and apply motifs, the kind that repeat along a line so as to form a decorated border around an invitation card. Motifs are generated using iterated function systems derived from seeds that are interactively edited using intuitive click and drag actions. The seeds have user-configurable properties that affect their participation in the motif generation process. In particular, the seeds define the mapping functions used, and determine when they are used and how their outputs are rendered. Mutiara uses a class of non-linear mapping functions that we believe is unique, making it particularly appealing to fractal enthusiasts.
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1. Introduction

Border motifs are patterns, typically flowery or abstract, that repeat to form a line, for example to decorate an invitation card or a ceremonial plaque. In Brunei, contrary to the modern trend of keeping things plain and simple, the local folks cling tenaciously to the tradition of using flowery border motifs. Such motifs adorn doors, roof skirting, fences, ceilings, institutional logos, picture frames, cover pages of journals, and even school sports uniforms, sometimes in stark contrast to the plain surroundings. We are not claiming that the passion for intricate motifs is unique to Brunei, as a cursory glance at the artwork from various other countries indicates.

Our work was initially motivated by the traditional wavy motifs of Brunei called air muleh. We thought it would be an interesting cultural enrichment to use fractals. Our tinkering with fractal air muleh has resulted in Mutiara, an application that allows the user to design motifs (not necessarily of the air muleh variety) based on iterated function systems (IFS). Mutiara is designed to be easy to use so that even a casual user can be productive in no time. Mutiara also offers a new avenue for fractal enthusiasts in the pursuit of their hobby.

In Section 2, we review the few previously published works that have studied fractals, particularly those generated by IFS, for their beauty rather than other aspects such as realism. Mutiara already has a built-in gallery of fractal motifs that can be used straight away to decorate lines in the same way that we use the usual dotted and dashed styles in typical drawing applications. This is briefly explained in Section 3. Section 4 describes the motif design process, particularly from the user's perspective. The various options available to the user are used to define the IFS. The IFS uses non-linear mapping functions, as elaborated in
Section 5. Section 6 showcases several motifs selected from Mutiara's built-in gallery to illustrate the rich variety of patterns that it is capable of producing.

2. IFS Patterns as Art

Patterns produced using IFS are rich in visual variety and provide an inexhaustible source of aesthetically appealing examples. Sprott (Sprott, 1994) wrote a computer program to randomly generate such patterns. Despite working with only linear mapping functions, he obtained many pleasing patterns.

The beauty of IFS fractals can be considerably improved by assigning a color to each mapping (Draves and Reckase, 2008; Wijk and Saupe, 2004). Each time a mapping is applied, its color is mixed in to the accumulated result. Mutiara also uses colors. In addition, it allows the user to alter the mixing strength of each color.

The Fractal Flame algorithm (Draves and Reckase, 2008) greatly expands the variety of IFS fractals by using non-linear mappings, and enhances their appearance by employing several rendering techniques such as gamma adjustment. Non-linear mappings can be defined by using functions that operate on the complex plane, such as taking the square root of a complex number (Loocke, 2009). Mutiara also uses non-linear mappings, but in a completely different way.

3. Fancy Line Drawings

Our motif designer, Mutiara, can be regarded as a drawing application, albeit a very specialized one. In a typical drawing application, the user creates and edits lines using intuitive click and drag actions, and furnishes these lines with properties such as color, thickness and style (e.g. solid, dotted or dashed). Mutiara also uses the familiar click and drag actions to create and edit lines. However, unlike a typical drawing application, the lines are furnished with motifs. Motifs may either be chosen from a built-in gallery or designed by the user. Figure 1 shows some examples of lines embellished with motifs chosen from the gallery.

For each line, the following additional properties are also configurable:

- its thickness or width,
- how many copies of the motif to render along its length,
- how much detail to render,
- how alternate copies are flipped.

Figure 2 shows several lines embellished with the same motif but with different values for the properties mentioned above.

Note that even though Mutiara allows the user to configure how much detail to render, it will automatically stop when it deems that further detail is not discernible.

4. Line drawings as motif seeds

Mutiara features a gallery of motifs. The user can edit these motifs or create totally new ones. Each motif is based on an IFS, possibly non-linear, using line drawings as its seed. The user employs the usual click and drag actions to create and edit these lines.
Figure 1 Examples of lines styled with motifs

Figure 2 The same motif can appear in different sizes, different levels of detail, and flipped. In its default setting, the motif in this figure is actually a fractal. However, as can be seen here, its pre-fractal forms are also attractive.
Intricate motifs are obtained by fractalizing the seed lines. To illustrate this, we will refer to Figure 3. Seed lines (Figure 3a) are thickened and segmented (Figure 3b). The segments can be geometrically tweaked (Figure 3c). Together, the tweaked segments define an IFS. At the same time, the seeds are given rendering styles. The rendering styles define the appearance of the motif at level 0 (Figure 3d). When a level-0 motif is replicated onto the segments, we obtain a level-1 motif with finer detail (Figure 3e). Similarly, a level-2 motif is obtained by replicating a level-1 motif (Figure 3f). Each additional iteration through the system produces a motif of finer detail than before. However, we will eventually hit the physical limit of our output device where further detail cannot be resolved (Figure 3g).

The segmentation, the replication and the rendering style of each seed are user-configurable through the properties described in the following subsections.

**Figure 3** Intricate motifs are grown from relatively simple seeds. Seed lines are thickened (a) and segmented (b), tweaked (c) and styled (d). They are replicated (e), and replicated (f), ..., until further details cannot be resolved (g).
4.1 Properties for segmentation
The following properties are used to control the segmentation of a seed and, together with the formula for the seed itself, define the mapping functions for the IFS.

Baseline: This indicates the “vertical” position of a seed line relative to its segments prior to tweaking. The top row of Figure 4 shows the effect of changing this property.

Split: A seed is split into a number of segments of equal length. This property is used to set this number. The middle row of Figure 4 shows the effect of changing the split property.

Width: The width or thickness of a seed may vary along its length, as illustrated in the last row of Figure 4.

4.2 Properties for replication
The following properties control the replication process. They are the meta-controls for the system. They determine which mapping functions to apply and when.

Role: A seed may be designated as base, motif or both. Seeds designated as base are operative only in the first iteration of the system. In effect, their segments are used as receptacles for replications. Seeds designated as motif are operative from the second iteration onward including the final rendering. In effect, they get replicated. The top row of Figure 5 illustrates this property.

Tweak: The segments of a seed can be rotated, scaled, flipped and nudged. Alternate segments can be flipped differently. The tweak property is applied prior to the baseline, the split and the width properties. So it is more convenient to regard it as tweaking the replicas rather than the segments. The middle row of Figure 5 shows motifs with different tweaks.

Detail: This property indicates the number of iterations that a seed is operative from the moment it is triggered. The effect of this property is shown in the last row of Figure 5.
Figure 4 The effect of changing the segmentation properties can be seen here. Every motif in this figure is generated using the same two seeds: a small circle and a semi-circular arc. The motifs in each row are configured the same way except for their values in one particular property. In the top row, the motifs differ in the baselines of their seeds. In the middle row, the differences are in their splits. In the last row, the differences are in their widths.

4.3 Properties for rendering
The following properties control how the seeds are rendered.

**Color:** Each seed contributes a color. This color is mixed with colors contributed by other seeds in earlier iterations. The top row of Figure 6 shows the same motifs but with different colors.

**Mix:** This property determines the “strength” of the color contributed by the seed. A value of 0 means its color will not be added at all, except in the very first iteration as an initial color. A value of 1 means it will totally override the currently effective color set by earlier iterations. A value in between means its color will be mixed with the current color in due proportion. The middle row of Figure 6 shows the effect of adjusting this property.

**Style:** Each seed is given a style such as hollow or thick or even none. This determines the set of input points to the system. The effect of this property is apparent when the level of detail is low. When the level of detail is high the effect is normally lost, as any set of starting points converges to the same set of fixed points. The last row of Figure 6 shows the same motif with different styles.
Figure 5 The effect of changing the replication properties is illustrated here. Every motif in this figure uses the same seeds as those in Figure 4. Each row depicts motifs having the same configuration except for one particular property. In the top row, the distinguishing property is the role; in the middle row, the tweak; in the last row, the detail.

4.4 Property for tweaking the entire motif
Finally, there is a property to tweak the entire segment. It is applied outside the IFS iterations and is similar to the final transform in Fractal Flame (Draves and Reckase, 2008). In Fractal Flame, the final transform acts like a camera to artistically distort the image. In Mutiara, the final tweaking also acts like a camera, but its primary purpose is to ensure that the final image is suitably oriented and sized for its role as a motif tile.

5. Mapping functions represented by seed segments
As explained in the previous section, seeds are segmented. Each segment defines a function that maps a point onto another. The mapping can be non-linear because the segment follows the curvature of the seed, which may indeed be curved as illustrated in Figure 3. In this section, we explain the mapping function.

A seed is defined by a parametric function $s$ such that $s(0)$ and $s(1)$ are the two end-points of the seed and $s(t)$ is a point whose distance along the seed from $s(0)$ is proportional to $t$. For example, $s(0.5)$ is the midpoint of the seed.
Figure 6 The effect of changing the rendering properties is shown. Every motif in this figure uses the same seeds as those in Figure 4. Each row depicts motifs having the same configuration except for one particular property. In the top row, the distinguishing property is the color; in the middle row, the mix; in the last row, the style.

Suppose seed $s$ is split into $n$ segments of equal length. Let $s_i$, $1 \leq i \leq n$, be the $i$-th segment of $s$. We define $s_i$ parametrically so that $s_i(0)$ and $s_i(1)$ are its end-points. Segment $s_i$ starts at $s((i-1)/n)$ and ends at $s(i/n)$. Hence, $s_i(t) = s((i-1 + t)/n)$.

Let $f^*_i$ be the mapping function of segment $s_i$ assuming that it is not tweaked, i.e. as in Figure 3b rather than Figure 3c. The baseline property was explained above, in Section 4.1. The line $(x, y_b)$, where $y_b$ is a constant determined by the baseline property, is mapped linearly along $s_i$, i.e. $f^*_i(x, y_b) = s_i(x)$.

Now we deal with points that do not lie on the baseline. An arbitrary point $(x, y)$ is mapped onto the normal at $s_i(x)$ in such a way that the distance from $f^*_i(x, y)$ to $s_i(x)$ is in proportion to $y - y_b$. The width property mentioned in Section 4.1 is used to calculate the span of the normal across the segment.

So far we have assumed we are working with a non-tweaked segment. Tweaking does not really present much of a problem as the tweak property is restricted to textbook linear transformations, namely translation, scaling, rotation and reflection; so we will omit the detail and simply use $g$ to refer to the aggregated tweak function. The mapping function $f_i$ represented by segment $s_i$ is simply $f_i = f^*_i g$.

To summarize, the $i$-th segment of seed $s$ represents the following function:
Figure 7 Mutiara patterns are rich in variety. Each row in this figure uses a motif selected from Mutiara's built-in gallery. The first four tiles in each row are progressively detailed pre-fractal versions.
\[ f_i(x, y) = s(t) + (d \cos \theta, d \sin \theta) \]

where

\[ t = (i - 1 + x_g)/n, \]
\[ n = \text{the number of segments in } s, \]
\[ d = (y_g - y_b)w, \]
\[ y_b = \text{a constant determined by the baseline property}, \]
\[ w = \text{the width of the seed at } s(t), \]
\[ \theta = \text{the slope of the normal at } s(t), \]
\[ (x_g, y_g) = g(x, y) \text{ where } g \text{ is the tweak operation}. \]

To the best of our knowledge, this mapping function is unique to Mutiara. What gives it a far greater variety than simple linear mappings is the \( s \) part. Currently, Mutiara allows straight lines, elliptical arcs and Bezier curves for \( s \).

6. Sample motifs
This section is more graphical than textual. Figure 7 complements the previous figures to show the variety of patterns that can be produced with Mutiara.

7. Concluding remarks
Mutiara is an accidental application. We initially experimented to find out how a certain type of motifs traditionally used in Brunei, called \emph{air muleh}, would look like if they were designed recursively. Although the Brunei folks use all sorts of motifs, they are particularly fond of \emph{air muleh} and we thought that it would be an interesting cultural contribution to enrich this genre with fractals. The first \textit{ad hoc} programming in this direction produced encouraging results and motivated us to develop an \emph{air muleh} designer to help us produce more examples. We eventually decided to make it a general motif designer, not just for \emph{air muleh}. Despite having an originally narrow focus, we believe that Mutiara has a much wider appeal and nicely fills a niche.

Beside its intended purpose as a motif designer, Mutiara is also a welcome addition for fractal enthusiasts. Its gallery features a few common IFS fractals such as the iconic fern and the dragon curve. Fans can revisit these classic fractals and experiment with them in a new way. They can also discover new kinds of fractals using Mutiara's unique class of mapping functions.
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Abstract: The Data Encryption Standard (DES) has been extensively studied since its inception in the 1970s, even though it was replaced by the newer Advanced Encryption Standard (AES) in the 1990s. DES continued to be studied well after its replacement, as it was one of the first encryption algorithms to be used as a standard for securing communications in business transactions. It was replaced because its key size was deemed too short for secure communications given current advances in computer technology.

In this article, we concentrate on cryptanalysis of 8-round DES (i.e. a reduced variant of the full 16-round DES) which has also been extensively studied, since it is presumed to be much weaker than the full 16-round DES. For 8-round DES, one of the best cryptanalysis techniques used is Differential-Linear Cryptanalysis, which is a Known Plaintext Attack that uses a single linear approximation and specific differential characteristic to recover its subkeys. In this article, we implement multiple linear approximations and specific differential characteristics to recover 16-bit subkeys. Our implementation makes some improvements over Differential-Linear Cryptanalysis of 8-round DES in terms of the number of known plaintexts required to recover these subkeys.

1. Introduction

Multiple Linear Approximations in Linear Cryptanalysis was introduced by Burton S. Kaliski Jr. and M.J.B. Robshaw (Kaliski and Robshaw, 1994) as an enhancement of Linear Cryptanalysis, which was developed by Matsui (Matsui, 1993). In Linear Cryptanalysis we can use a single linear approximation to recover certain key bits of ciphers such as DES, for instance. In addition to this, linear cryptanalysis also recovers parity bits of the key. Normally, the best linear approximation is used in linear cryptanalysis. Kaliski and Robshaw (Kaliski and Robshaw, 1995) first introduced the idea of using more than one linear approximation in linear cryptanalysis in 1994. The advantage of using multiple linear approximations rather than a single one is the increase in the success rate without having to increase the number of known plaintexts.

In Differential-Linear cryptanalysis of 8-round DES, there are two parts to the cryptanalysis, i.e. the differential cryptanalysis part and the linear cryptanalysis part. In this paper, we are concentrating on improving the linear cryptanalysis part. Details of differential-linear cryptanalysis of 8-round DES can be found in (Langford and Hellman, 1994).

Differential-Linear cryptanalysis of 8-round DES uses Matsui’s optimal 3-round approximation in the linear part of the cryptanalysis. In this paper, we investigate the feasibility of using multiple 3-round linear approximations to decrease the number of required plaintexts.
Let us now discuss the different linear approximations that we can use in improving differential-linear cryptanalysis.

2. Multiple Linear Approximations

First, note that the $i^{th}$ round DES subkey $K_i$ is divided into 6-bit blocks so that $K_{i,j}$ refers to the $j^{th}$ block of the subkey $K_i$ (reading from left to right). $S_i$ refers to the $i^{th}$ S-box of DES. Also, $K_i[j]$ refers to the $j^{th}$ bit of the subkey $K_i$ where the rightmost bit of $K_i$ is $K_i[0]$.

The linear cryptanalysis part of the differential-linear cryptanalysis relies on bits that are unchanged after going through the differential part of the cryptanalysis. The linear cryptanalysis part begins from round 5 to round 7. Figure 1 shows the setup used in differential-linear cryptanalysis of 8-round DES. After going through the 3-round differential characteristic, we are left with several bits that are unchanged. These bits are the ones that are used in the linear cryptanalysis part of differential-linear cryptanalysis. Figure 2 shows how a differential characteristic is used to produce unchanged bits to be used in linear cryptanalysis.

**Figure 1** Differential-linear attack on 8-round DES
In Figure 2, we see that bits 7, 18, 24 and 29 of $L_4$ and bit 15 of $R_4$ are unchanged. These are not the only bits which are unchanged. Along with these bits, we also have bits 0, 2, 3, 4, 5, 6, 8, 10, 11, 12, 13, 14, 16, 17, 19, 20, 21, 22, 25, 26, 27, 28, 30 and 31 of $L_4$ and bits 0, 1, 9, 10, 20, 23, and 25 of $R_4$ unchanged, using the differential characteristic in Figure 2. We need to construct parity relations having different biases in order to improve the existing Matsui optimal parity relation

$$(L_4[7,18,24,29] \oplus R_4[15]) \oplus (L_7[15] \oplus R_7[7,18,24,29]) = 0$$

which has a bias of $\epsilon = 1.95 \times 10^{-1}$ (by Matsui’s Piling Up Lemma). Let us look at parity relations involving these unchanged bits. The parity relations that are used involving these bits are of the form:

$$(L_4[V] \oplus R_4[W]) \oplus (L_7[X] \oplus R_7[Y]) = 0$$

with bias $\epsilon$ (using Matsui’s Piling Up Lemma) where $V$, $W$, $X$, $Y$ and $\epsilon$ and the cumulative sum of squares of the bias $\epsilon$ are given in Table 1. We can see that the 3 linear approximations in Table 1 are amongst the best linear approximations that we can use in differential-linear cryptanalysis of 8-round DES.

The main idea is to search for several correct key bits used in 8-round DES encryption. In order to do this, we need to know which of DES’s S-boxes are involved. The values of $X$ in Table 1 indicate which key bits we can search for. In Table 1, only the first and second linear approximations involve the same S-box, i.e. $S_i$, because bit 15 and bit 1 (in column $X$ in Table 1) are output bits from $S_i$. This means that we can search for the 8-round DES subkey, $K_{8,1}$ using these two approximations. Although by using these two approximations we can recover only the same key bits, the advantage is that we are able to reduce the number of required chosen plaintext pairs. The third linear approximation in Table 1 involves $S_6$ so that we can search for the subkey $K_{8,6}$. Altogether we should be able to recover a total of 12 key bits from using these 3 linear approximations.
However, in order to use these approximations, equation (2) needs to be satisfied for each of the linear approximations. Equation (2) depends on the xor (exclusive or) of certain key bit values. Parity relations need to be satisfied for all the linear approximations in Table 1. The parity relation for the first linear approximation is \( K_5[22] \oplus K_7[22] = 0 \). For the second linear approximation, the parity relation is \( K_5[2] \oplus K_7[2] = 0 \). In the third linear approximation, we notice that the \( \epsilon \) value in Table 1 is negative so the parity relation is \( K_5[2] \oplus K_7[4] \oplus 1 = 0 \). As \( K_5[2] \) is involved in both the second and third linear approximations, there are only 5 key bits involved in these parity relations.

Table 1 Values of \( V, W, X, Y \) and \( \epsilon \) for \( K_{8,1} \) and \( K_{8,6} \) key search

<table>
<thead>
<tr>
<th>No.</th>
<th>( V )</th>
<th>( W )</th>
<th>( X )</th>
<th>( Y )</th>
<th>( \epsilon )</th>
<th>Cumulative ( \sum \epsilon^2 )</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>7,18,24,29</td>
<td>15</td>
<td>15</td>
<td>7,18,24,29</td>
<td>1.95 \times 10^{-1}</td>
<td>3.80 \times 10^{-2}</td>
</tr>
<tr>
<td>2</td>
<td>5,11,17,27</td>
<td>1</td>
<td>1</td>
<td>5,11,17,27</td>
<td>9.58 \times 10^{-2}</td>
<td>4.72 \times 10^{-2}</td>
</tr>
<tr>
<td>3</td>
<td>5,11,17,27</td>
<td>1</td>
<td>3</td>
<td>5,11,17,27</td>
<td>-1.10 \times 10^{-1}</td>
<td>5.93 \times 10^{-2}</td>
</tr>
</tbody>
</table>

3. Implementation

In (Langford and Hellman, 1994; Langford, 1995) a plaintext structure was used to generate the chosen plaintext pairs required for differential-linear cryptanalysis of 8-round DES. We decided not to use any plaintext structure in our experiment. Figure 3 demonstrates that we generate the required chosen plaintext pairs in the first round of 8-round DES. For each plaintext, say \( P \), we get another plaintext, say \( P' \), with bits 29 and/or 30 in the right half of \( P' \) toggled and the bits 1, 9, 15 and 23 of the left half of \( P' \) changed. Note that each half of \( P \) or \( P' \) is 32 bits in length, starting from bit 0 to bit 31, with bit 0 being the rightmost bit. The right halves of \( P \) and \( P' \) go into the \( F \) function of the first round of DES together with the first 48 bit subkey of the 8-round DES key, \( K \), to produce a differential output, say \( \Delta \). We use this \( \Delta \) to produce the left half of \( P' \) by xor-ing \( \Delta \) with the left half of \( P \). We finally xor the left halves of \( P \) and \( P' \) with the two respective outputs of the function \( F \) to produce a differential output of zero, which is required for the next stage in differential-linear cryptanalysis of 8-round DES as previously mentioned.

Figure 3 First round of 8-round differential-linear attack

In this first round, we are also able to search for the correct 6-bit subkey \( K_{1,1} \). Altogether, we should be able to recover the correct key bits of \( K_{1,1}, K_{8,1} \) and \( K_{8,6} \) using this setup and using multiple linear approximations for differential-linear cryptanalysis of 8-round DES.
However, since we have 2 key bits which are duplicated in \(K_{1,1}\) and \(K_{8,1}\), we are only able to recover a total of 16 key bits. The outcome of our implementation involving multiple linear approximations is a key ranking of all possible key bits.

4. Prediction

According to Matsui’s rule of thumb, if we use only a single optimal linear approximation for the linear part of the differential-linear cryptanalysis of 8-round DES we can estimate the number of plaintext pairs required with a very high percentage of success using the expression \(8/(r - 1/2)^2\) where \(r = 1/2 + 2\epsilon^2\) and \(\epsilon\) is the bias for the optimal linear approximation. So, as the bias \(\epsilon = 1.95 \times 10^{-1}\) for the first linear approximation in Table 1, we predict that the number of plaintext pairs required is about 1384 pairs. By multiplying our initial estimate of the required plaintext pairs using a single linear approximation, i.e. 1384 pairs, with the square of the bias using the first linear approximation and then dividing it by the cumulative sum of squares of the bias using the first two linear approximations in Table 1, i.e. \(3.80 \times 10^{-2} \times 1384\), we estimate that we can reduce the plaintext pair requirement to about 1115 plaintext pairs without reducing the percentage of success. Similarly, if we use all three linear approximations in Table 1, we predict that we would require about 887 plaintext pairs when using the same formula given above, except that we divide by the cumulative sum of squares of the bias using three linear approximations instead of dividing by the cumulative sum of squares of the bias using two linear approximations, i.e. \(3.80 \times 10^{-2} / 5.93 \times 10^{-2} \times 1384\).

5. Experimental results

Table 2 gives the results of our implementation of the multiple linear approximations method in differential-linear cryptanalysis of 8-round DES. The results are based on performing 100 trials using 100 random keys (with certain key bits set to specific values as described above). Table 2 indicates the position of the correct key bits out of 65536 possible key bit positions. As we can see from Table 2, the results we obtained conformed to the predictions we had previously made.

<table>
<thead>
<tr>
<th>Table 2 Recovery of 16 key bits using multiple linear approximations in differential-linear cryptanalysis of 8-round DES</th>
</tr>
</thead>
<tbody>
<tr>
<td>No. of plaintext pairs used</td>
</tr>
<tr>
<td>Percentage of success</td>
</tr>
<tr>
<td>Average position in key ranking list</td>
</tr>
</tbody>
</table>

6. Discussion

In Section 2, we used three linear approximations to perform the cryptanalysis. In fact there are four linear approximations we could use, but we opted not to use the fourth one because it would be unwieldy for a normal PC, as we would be searching a keyspace of \(2^{28}\) for the correct key bits. If we use only three linear approximations, as we have done in this article, we would be searching a keyspace of only \(2^{16}\).

In Section 3, we developed an implementation which does not require the use of any plaintext structures, because with plaintext structures we are restricted to only multiples of 64
plaintext pairs, whereas without it we do not have any such restriction. On the other hand, the use of plaintext structures has the advantage that all remaining pairs are generated from one particular pair. In our implementation, by contrast, we just generate a plaintext pair and modify it accordingly, then move on to generate the next plaintext pair, and so on, until the required number of plaintext pairs has been reached. Nonetheless, the principal result of this article is that we have developed an alternative implementation which we can use to predict the plaintext pair requirements and to produce the expected results.
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Maize (Zea mays) is an economically important crop in Brunei Darussalam, as sweet corn accounts for about 41.3% of the overall production and 43.4% of the overall market value of miscellaneous crops grown in Brunei Darussalam (Department of Agriculture and Agrifood Brunei, 2010). In March 2011, about 5% of maturing sweet corn plants in a farm in Brunei Muara District (Latitude 4°47'40.45"N, Longitude 114°50'36.94"E) were observed to be stunted in growth with extensive longitudinal chlorotic leaf symptoms. The upper and lower leaf surfaces of the younger leaves were covered with a white downy growth which was diagnosed presumptively as Downy Mildew. Downy Mildew had never before been recorded in maize crops in Brunei Darussalam (Peregrine and Ahmad, 1982).

Further investigations were carried out to identify the pathogen. The symptoms on the diseased plants included leaves of older infected plants that showed mottling, chlorotic streaking, lesions and white stripes which eventually shredded the lamina. A white downy growth was often observed on both leaf surfaces but was more common on the lower leaf surface. Infected plants were often stunted, and had malformed reproductive organs (tassels and ears) and abnormal seed set. Infected seedlings had chlorotic leaves, with extreme stunted growth followed by premature death.

Fresh leaf samples were dried in a plant press, and specimens were deposited in the Herbarium at the Plant Pathology Laboratory, Department of Agriculture and Agrifood (National Collection of Fungi No. 1434, 1436 and 1439). Mycelial growth on infected leaves were gently scraped off and also lifted using adhesive cellotape, mounted onto glass slides and then stained before microscopic examination. Based on the morphology of the conidia and conidiophores, the pathogen was identified as a member of the family Peronosporaceae, presumptively either Peronosclerospora sorghi or P. sacchari. Subsequent microscopic measurements of the oval to almost spherical conidia gave a range of 15.0-30.0 µm x 7.5-20.0 µm. This conidia size is within the described conidia size for P. sorghi (14.4-27.3 µm x 15-28.9 µm), but slightly smaller than the conidia of P. sacchari (25-41 µm x 15-23 µm) (Shurtleff, 1980). P. sorghi has the following morphology: Sporangiophores are 180-300 µm long, erect, hyaline, bloated, dichotomously branched 2 to 3 times, and septate near the base (Shurtleff, 1980).

Downy mildew caused by P. sorghi is an economically damaging disease of maize in the tropics and subtropics of Asia, Central and South America (Shurtleff, 1980; CABI, 2013). Its prevalence is particularly acute in South East Asia, with an estimated 20%-80% of all maize
harvests affected by it in Indonesia (Mikoshiba, 1983) and about 8% of the maize crop in the Philippines lost to downy mildew each year (Sharma et al., 1993).

A national survey in 2012 of this particular disease showed that the incidence in Brunei Darussalam is still fairly limited, indicating that eradication of the pathogen in this country is a possibility. In the interim, reduction of the inoculum is emphasised and farmers are advised to destroy young infected plants. To manage yield losses, susceptible sweet corn varieties are being phased out and, currently, varietal screening for tolerant and resistant maize varieties is being conducted.

To the best of our knowledge, this is the first time that *Peronosclerospora sorghi* has been reported in Brunei Darussalam.
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